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Abstract

Multi-task learning has been extensively applied to reinforcement learning prob-
lems to counteract its data inefficiency. One possible approach is based on transfer-
ring knowledge via policies: Due to the similarity between tasks, an agent’s policy
for one task is likely to share similarities with its policy for other tasks. This idea
has been applied to single-agent RL to create the Distral Framework: An agent
aims to learn a policy for each task, while constrained to find a policy that is similar
to a shared policy. Based on this idea, we propose MultiDistral, an extension
of Distral to the multi-agent setting. We show that MultiDistral outperforms a
Q-Learning baseline given few games played. However, we observe that learning
with MultiDistral in a semi-collaborative setting results in one player’s performance
worsening as more iterations are run. We hypothesise from behaviour simulations
that this is due to competitiveness, as the better player learns to dominate the
competitive resource, resulting in the disadvantaged player having to spend many
time steps without the ability to access it and thus learn. We finish by studying the
differences between two versions of this framework, as well as by analysing the
impact of the different tasks’ characteristics on the learning process.

1 Introduction

Reinforcement Learning (RL) has provided some of the most impressive advancements in artificial
intelligence in the past few years, having been applied to various domains such as game playing
[Silver et al., 2016, Mnih et al., 2015] and robotics [Levine et al., 2016], as well as to real-world
settings such as power systems [a20, 2017]. However, RL methods are known to suffer from very
large sample complexity [Kakade, 2003]. That is, typical RL algorithms, while potent, require
particularly large amounts of data. One approach to mitigating this issue is to reuse knowledge, so
agents require less data to learn. Under this realm, two typical approaches are Multi-Task Learning
and Transfer Learning [Zhang and Yang, 2022, Taylor and Stone, 2009]. The former involves training
an agent so it can perform well across a variety of concurrent tasks, whereas the latter focuses on
using the knowledge gained in past tasks to attempt a new (previously unseen) task. These approaches,
often intertwined, have been extensively applied to single agent RL problems [Parisotto et al., 2015,
Zhang and Yang, 2022, Zhang et al., 2023].

While in theory the sharing of knowledge between related tasks seems intuitive, it’s often not straight-
forward achieve good results with this approach in practice [Parisotto et al., 2015, Rusu et al.,



2016]. Using naive approaches such as sharing neural network parameters between different tasks,
phenomena such as negative transfer tend to occur, where learning a task can actually make the agent
worst at learning a related task.

Many practical applications of RL, such as multi-player games and multi-robot control, involve the
interaction between multiple agents. Furthermore, as RL grows and more agents are deployed, the
interaction between different agents will need to be controlled, in the same way that society requires
a balance of aspects such as cooperation, communication and competition between different humans.
This setting severely complicates the problem: Environment non-stationarity is often introduced, and
the typical Bellman equations that dominate RL’s theory no longer hold (at least not without some
changes). This makes learning a much more challenging procedure, and thus the implementation of
multi-task learning has yet to achieve as convincing results as in the single-agent setting, especially
in sparsely-rewarded environments [Hu et al., 2015].

In previous work, knowledge has been transferred via a policy distillation [Rusu et al., 2016]. If tasks
are similar, policies are likely to contain similar structure, and thus an agent aims to learn a policy
for each task, while constrained to find a policy similar to central distilled policy that “summarises”
common behaviours across tasks. This is the intuition behind Distral [Teh et al., 2017], a framework
for distilling and transferring policies in multi-task single agent RL.

In this paper, we extend Distral to a multi-agent RL collaborative game-playing setting. We hypothe-
sise two different possible ways to perform this extension, and analyse differences in performance
between them. We find that MultiDistral achieves better sample efficiency than a Q-Learning baseline
up to a certain point in training, but that excessive training iterations (of MultiDistral) decrease
collaboration between agents.

2 Literature Review

2.1 Multi-Agent RL

Multi-agent RL extends RL methods to scenarios where multiple agents must interact in an envi-
ronment. These interactions generate new challenges: The environment is often non-stationary (the
policies of other agents, which an agent often does not have access to, impact the “model” of the
environment), rewards are often hard to assign to specific agents, and the poor sample efficiency of
RL methods is exacerbated as each particular state is even rarer.

There is a plethora of algorithms suited to this setting, and thus we present only a very limited
overview. A good survey of such methods is present in [Matignon et al., 2012]. Decentralised
Q-Learning (reference) suggests that each agent performs Q-Learning separately, similar to what
is proposed in our decentralised method in Section 3.1 (except in the latter we perform Soft Q-
Learning to promote exploration). Hysteretic Q-Learning [Matignon et al., 2007] aims to prevent
mis-coordination between agents, and has been shown to provide solid empirical results. Finally,
[Foerster et al., 2016] combines decentralised Q-Learning with Deep Recurrent Q-Networks.

2.2 Multi-Task and Transfer Learning

A good (albeit outdated) survey of multi-task and transfer learning is presented in [Taylor and Stone,
2009]. However, most methods for this type of learning are focused on single-agent RL. Recent
works borrow heavily from the idea of policy distillation [Rusu et al., 2016], where knowledge gained
across tasks is distilled (i.e. “condensed”) into a policy, that captures the similarities in behaviours
between the different tasks. [Parisotto et al., 2015] suggested an actor-mimic approach for transfer
learning, utilising policy distillation of knowledge gained across different tasks. [Rusu et al., 2016]
extended the idea of neural network distillation [Hinton et al., 2015] to Deep Q-Networks (DQNs), to
learn an array of “teacher” DQNs that then were distilled into a single DQN capable of multi-tasking.

2.3 Multi-Task Multi-Agent RL

There is some work on Multi-Task Learning for multi-agent systems. A thorough survey is presented
in [Silva and Costa, 2019]. However, the field is not yet as developed as for the single-agent
setting. Focusing on a collaborative setting, transformers have been applied to transfer coordination
knowledge for new tasks [Zhou et al., 2021], a method that can be applied in parallel with other
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knowledge transfer methods. Other methods focus on networks that learn how to decompose a joint
reward signal into incentives for each player [Sunehag et al., 2017].

More general approaches focus on transferring knowledge via value functions, such as the work done
in [Liu et al., 2019]. However, these methods are prone to unstable learning, due to issues such as
different reward schemes between tasks. It is common for a task to then dominate learning, and thus
the agent does not learn to perform well across a variety of tasks.

A different approach could focus on transferring knowledge via policies: Due to the similarity
between tasks, an agent’s policy for one task is likely to share similarities with its policy for other
tasks. Policy-focused methods can bypass the challenges arising from different reward schemes
between tasks, as they simply focus on transferring patterns in behaviour. An interesting approach
relies on policy distillation [Rusu et al., 2016]. This approach has been applied to single-agent RL to
create the Distral Framework [Teh et al., 2017], which is thoroughly outlined in Section 3.1. This
framework can be integrated with other methods described previously, and furthermore supports the
integration of a wide array of RL algorithms to optimise its reward function. In this paper, we aim
to extend this method to a multi-agent setting. The central idea of policy distillation has also been
applied specifically to the multi-agent setting for partially observable environments Omidshafiei et al.
[2017].

3 Method

3.1 Distral

Distral (short for “Distill and Transfer Learning”) is a framework for multi-task RL, based on the
idea of a shared policy resulting from the distillation [Rusu et al., 2016] of each task’s specific policy.
Thus this shared policy contains the behavioural patterns that are common in different tasks. This
shared policy is then used to guide task-specific policies. The framework’s name hints at this process:
Task-specific policies are distilled into a shared policy, and then the knowledge in this shared policy
is transferred into each task’s specific policy. This idea can be seen in Figure 1.

Let us present a more formal introduction to this framework. Let us assume a multitask setting with
n tasks, and typical RL notation with respect to states, actions and rewards. This section follows
Section 2.1 of the original paper [Teh et al., 2017] closely, and thus borrows its notation. πi is the
strategy for each task, and π0 is the shared policy. Mathematically, this framework is equivalent to
maximizing the following reward function:

J(π0, {πi}ni=1) =
∑
i

Eπi

∑
t≥0

γtRi(at, st)− cKLγ
t log

πi(at|st)
π0(at|st)

− cEntγ
t log πi(at|st)

 (1)

=
∑
i

Eπi

∑
t≥0

γtRi(at, st) +
γtα

β
log π0(at|st)−

γt

β
log πi(at|st)

 (2)

where α = cKL

cKL+cEnt , β = 1
cKL+cEnt

, and cKL, cEnt ≥ 0.

Focusing on the first equality, our reward function now has three terms: the typical discounted return,
a term with discounted KL divergences, that is maximised if πi = π0, and an extra term that aims
to maximise the entropy of each task’s policy. We direct any discussion regarding the relevance
of the entropy term to Sections 2.1. and 2.2. of the original Distral paper [Teh et al., 2017]. The
KL-divergence term is responsible for the regularisation of policies, encouraging each πi to be close
to π0 (transfer), but also π0 to be the centroid of each task’s policy (distillation). Note that one can
tune cKL and cEnt to tune the relative degrees of regularisation, achieving a trade-off between shared
policy regularisation and entropy regularisation.

There are multiple RL algorithms that can be used to optimise this objective. We focus on a tabular RL
setting, without the use of neural networks as function approximators. In this setting, the individual
policies and the shared policy can be optimised in an alternating fashion that resembles EM (here
the shared policy takes the role of the parameters in the EM algorithm). With π0 fixed, optimising
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Figure 1: Illustration of the Distral framework. [Teh et al., 2017]

J can be done independently for each task, and it is equivalent to maximizing a regularised reward
R

′

i(a, s) = Ri(a, s) +
α
β log π0(a|s). This can be learnt using soft Q-Learning, yielding:

Vi(st) =
1

β
log

∑
at

πα
0 (at|st) exp [βQi(at, st)] (3)

Qi(at, st) = Ri(at, st) + γ
∑
st+1

pi(st+1|st, at)Vi(st+1) (4)

with the optimal policy πi being given by:

πi(at|st) = πα
0 (at|st)eβQi(at,st)−βVi(st) (5)

In the second step of each iteration, these learnt πi are fixed, and we aim to optimise π0. This reduces
to finding the MLE of:

α

β

∑
i

Eπi

∑
t≥0

γt log π0(at|st)

 (6)

which can be estimated by simply counting state visits under the different policies πi.

3.2 MultiDistral

In this paper, we propose to extend Distral to a multi-agent setting in two possible ways. Both ways
share a decentralised approach: agents will consider other agents simply as part of the environment,
and thus this environment will be non-stationary. This severely hinders any guarantees of convergence
of algorithms. Note, however, that this choice of a decentralised approach is mostly due to the scope
of this project. MultiDistral could also be applied to centralised approaches, and its results studied to
truly assess the potential of the use of distilled policies for multi-task multi-agent RL.

3.2.1 V1: One shared policy per agent

Firstly, we hypothesise that Distral can simply be extended by parallelizing its implementation so
that each of the m agents has a shared policy across tasks. This policy encompasses the knowledge
gained across different tasks for that specific agent. Each agent’s shared policy is thus independent of
other agents’ shared policies. Under this setting (and assuming a decentralised approach), the global
objective becomes:

J

({
π
(j)
0

}m

j=1
,
{
π
(j)
i

}n,m

i=1,j=1

)
=

∑
i

∑
j

E
π
(j)
i

[∑
t≥0

γtR
(j)
i (at, st) +

γtα

β
log π

(j)
0 (a

(j)
t |st)−

γt

β
log π

(j)
i (a

(j)
t |st)

]
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where we assume st and at to be the joint state and actions (across all agents). We aim to find the
different πi that maximise this reward using Soft Q-Learning, as in the original Distral. Note that the
reward now depends on the actions and states of all agents, and thus if each agent will be learning
using Soft Q-Learning, they will be learning in a non-stationary environment (as this algorithm will
only consider the specific agent’s state and action). Under this setting, both steps of our optimisation
procedure reduce to the same expressions as in the original Distral (Equations 3 and 4), except we
will have a different πi and π0 to optimise per agent. That is, each agent’s objective can be maximised
independently (altough with possible non-stationarity issues).

3.2.2 V2: One shared policy across all agents

Alternatively, we hypothesise that a shared policy, that is not only shared across tasks but also across
agents, can yield better information transfer, especially in collaborative settings. Thus we only have
one π0. Thus, we aim to maximise:

J

(
π0,

{
π
(j)
i

}n,m

i=1,j=1

)
=

∑
i

∑
j

E
π
(j)
i

∑
t≥0

γtR
(j)
i (at, st) +

γtα

β
log π0(a

(j)
t |st)−

γt

β
log π

(j)
i (a

(j)
t |st)


(7)

We once again assume a decentralised approach, using Soft Q-Learning for the first optimisation step,
which once again reduces to the expressions for Distral, as shown in Equations 3 and 4. That is, each
agent’s objective can be maximised independently (although with possible non-stationarity issues).
For the π0 optimisation step, we now find the MLE of:

α

β

∑
i

∑
j

E
π
(j)
i

∑
t≥0

γt log π0(at|st)

 (8)

3.3 Grid World - MDP

We consider a two-player game in a simple grid environment, as seen in Figure 2, where two chambers
are connected by a corridor [Fox et al., 2017, Teh et al., 2017]. The agents receive a reward penalty
of −0.1 per step, and a single reward of 100 when they reach their respective goal state. Different
initialisations of the game change the starting point of each agent, and its respective goal location.
The agents learn across these different initialisations, each corresponding to a different task. Ideally,
agents are expected to show signs of collaboration: whichever reaches the corridor first should
keep on travelling, with the other agent letting the first agent through before attempting to cross
the 1-player wide corridor. In each MDP, a single agent’s state consists of a septuple (both agents’
location coordinates, an agent’s own previous action, the other agent’s previous action, and a flag on
whether the other player has reached the goal). This choice of agent state allows for a large degree of
observability, thus reducing the impact of non-stationarity.
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Figure 2: Different tasks that the agents learnt to solve using MultiDistral. Light green and light
red squares represent Agents 1 and 2 respectively. Dark green and dark red squares represent each
agent’s respective goal. Note the symmetry in most tasks, as well as the asymmetry in the 4th task,
where Agent 1 is closer to the goal.
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3.4 MultiDistral

The E-Step of MultiDistral was implemented with Soft Q-Learning, with β = 0.5 and α = 0.7. For
each step of an iteration, 75 games were run. That is, each E-Step was approximated from 75 games,
whereas each M-Step was also approximated using 75 games. Finally, this process was iterated 10
times. An informal study on the impact of the number of games per iteration on performance was
performed, and we concluded a larger amount of games stabilised the learning curves.

3.5 Evaluation

We compare the return per episode of different learning algorithms for each agent. We use Q-Learning
as a baseline to compare our results to. We compare the performance of Q-Learning across 5 tasks to
both versions of MultiDistral implemented with Soft Q-Learning as the E-Step. We also compare the
two implementations of MultiDistral based on the average return of each player. Finally, we analyse
the impact on learning of changing the types of tasks the agents must solve.

4 Results

4.1 Q-Learning Baseline

To provide a baseline to compare MultiDistral to, the two agents were run each using Q-Learning on
all five tasks in Figure 2. That is, agents learnt from scratch on each task. The results are shown in
Figure 3. Learning was averaged across 20 independent runs to reduce noise in the learning curves.

Figure 3: Average return over all tasks for both agents using Q-Learning, as a function of the number
of episodes. Results averaged over 5 independent runs.

4.2 MultiDistral

The MultiDistral framework was run as specified in Section 3.4. We observed that a large number
of games per iteration led to more stable learning, as opposed to more iterations with less games.
This is likely due to the high variability in average returns of each of the agents. Furthermore, a
larger number of games per iteration decreases the chance that sub-optimal policies get distilled and
transferred.

4.2.1 Comparison between different versions

Figure 4 shows the average return (averaged over tasks) for each player, using both versions of the
MultiDistral coursework (V1 on the left, V2 on the right). Note we observed that the learning curves
present significant variability over different runs. However, the behaviour showcased in this report
was by far the most frequently observed. In particular, it should be noted that in all runs Agent 2
outperformed Agent 1 after the first two iterations.
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Figure 4: Average return for both agents in both versions of MultiDistral (V1 on the left, V2 on the
right) for the tasks in Figure 2 (asymmetric tasks).
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Figure 5: Average return for both agents in both versions of MultiDistral (V1 on the left, V2 on the
right) for the new tasks (symmetric tasks).

4.2.2 Analysis of effect of task specification on MultiDistral performance

Due to the results presented in Figure 4 (and discussed in Section 5), the fourth task in Figure 2 was
changed so it mimics Task 1, so that all tasks are symmetric (that is, the agents have equally hard
goals to reach, in each of the tasks). Thus, neither agent has a particular advantage in any of the tasks.
Previously this was the case for all tasks but task 4. Figure 5 shows the results of both versions of
MultiDistral on the new symmetric tasks.

5 Discussion

As observed in Figure 2, the agents eventually learn using Q-Learning. However, their return, despite
the large number of episodes, is still far away from the optimal return of 100 (although in reality, due
to the discounting factor, the optimal return is around 91). Importantly, both agents’ return stagnated
after about 2000 episodes. Note that one of the agents seems to consistently (in different independent
runs) outperform the other towards the later section of learning. In the case depicted in Figure 3,
this implies that Agent 2 learns quicker, and once it learns to traverse the corridor, Agent 1’s return
is partly limited by Agent 2 usually already occupying the corridor. Analysis of sample episodes
supports this hypothesis. Note however we do not observe the emergence of cooperative behaviour.

Each iteration of MultiDistral has 60 games (30 for E-step, 30 for M-step). Thus, 10 iterations
correspond to 600 games per task. Note that for Q-Learning, the average return for this amount of
learning is around 6 for both agents (Figure 3). Let us first focus on Figure 4. Firstly, note both
players achieve better returns than Q-Learning for the first iteration (after 60 games), and one of the
players consistently outperforms the Q-Learning implementation. Importantly, we see that for both
versions Agent 1’s performance drops as more games are played, whereas Agent 2’s performance
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increases or oscillates. By observing Figure 2, we can see that most tasks are symmetric, in the
sense that they are equally hard for each agent. However, task 4 is an outlier, and in this task Player
1 is closer to its goal than Player 2 is. We hypothesise this difference in performance is due to the
asymmetry of tasks, and thus perform the experiment described in 4.2.2. One of our hypotheses
is that Player 1’s asymmetric starting position in task 4 means this player struggles to learn in this
task, and that poor performance ends up being distilled and transferred to other tasks. However, the
differences in performance between versions would have to be more carefully assessed in a balanced
setting before drawing stronger conclusions.

Regarding differences between versions, note that both players achieve larger rewards for V2, the
version with one single shared policy. It is hypothesised that this shared policy does, to some extent,
allow for some transfer of common knowledge between agents (note that, for example, Agent 1
in task 5 effectively solves the same task as Agent 2 does in task 1). However a more thorough
investigation into agent behaviour (and in particular an analysis of the shared policies) would be
required for proper conclusions to be drawn.

Finally, as described above, we changed Task 4 so all tasks would be symmetric (Figure 5). Note that
for version 1, both players’ performance initially improves (because their tasks are easier), but we
still observe the same patterns in learning curves. However, for version 2, we see that while Player
2 still outperforms Player 1 in general, performance is much closer between players and noisier in
general. It is unclear, even after observing player behaviour throughout learning, why this is the
case throughout all experiments. Regardless, these results refute our earlier hypothesis that the task
asymmetry was fully responsible for the differences in performance between agents. However, this
difference in performance between versions (once symmetric tasks were introduced) suggests that
in symmetric task settings, a single shared policy might actually lead to a phenomenon similar to
negative transfer, where one agent’s improvement ends up being “distilled away” by the other agent’s
sub-optimal policy. It would be interesting to further explore why this does not occur in asymmetric
settings.

As discussed in Section 3.2, the extension of Distral to a multi-agent setting while not adapting
the E-Step algorithm to a multi-agent algorithm can lead to convergence issues, due to the loss of
stationarity. Thus, as we limit ourselves to single-agent Soft Q-Learning in this paper, it would be
interesting to evaluate MultiDistral’s potential using a more appropriate E-step, such as for example
multi-agent Soft Q-Learning [Wei et al., 2019]. However, due to the need for deriving new formulas
for the learned value functions and policies, this is beyond the scope of this project.

Note that the original Distral paper lacks reproducibility, and thus it is possible that some details were
not accurately replicated. In particular, it is unclear whether Equation 3 in the Distral paper can be
adapted to a model-free setting simply by sampling as we do in our code (instead of an expectation
over model dynamics as presented in the paper). Furthermore, no details are given regarding suitable
hyperparameters, and in particular those related specifically to MultiDistral (α and β). It is expected
these can widely vary the performance of the algorithm, as one requires a good balance between each
of the three loss function terms’ strength (return, distillation related KL divergence, and the entropy
term). Due to computational limitations, only very limited hyperparameter searches were performed
in this project. Furthermore, the learning procedure of MultiDistral was limited to 10 iterations due
to the same limitations.

6 Conclusion

We propose MultiDistral, a general framework for policy distillation and transfer for multi-task multi-
agent reinforcement learning. We showed that both versions of MultiDistral outperform a Q-Learning
baseline on an equal number of games. We showed, however, that learning with MultiDistral in a
semi-collaborative setting has lead to one of the player’s performance worsening as more iterations
are run. We hypothesise from simulations that this is due to competitiveness, as the better player
learns to overuse the shared resource, whereas the worse player has insufficient access to properly
learn. Small differences in performance can thus grow larger, as one agent becomes better and thus
worsens the other’s chances to reach the goal.

Possible future work should focus on implementing a more theoretically sound E-Step algorithm.
Furthermore, a thorough investigation into agent behaviour could be of interest, so as to better assess
MultiDistral’s potential for multi-task learning in more realistic multi-agent settings.
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A Code

The source code for this project is available in the repository at https://github.com/
maxjappert/multi-agent_distral.

B Contributions

This section (not counted in page limit) describes the contributions of each member of the team to the
project (both to this paper but also to other related tasks):

• Samuel Oliveira
– Initial research, project conception, and writing of the project proposal.
– Derived the formulas needed to adapt to a multi-agent setting, and to implement the

M-step of MultiDistral.
– Drafted a presentation outline with its structure and content. Created the presentation

slides. Presented the project to lecturer, TAs and peers.
– Built parts of the grid environment, on top of work done by Max Jappert.
– Created multiple baseline algorithms, including Q-Learning, Soft Q-Learning, and both

of these algorithms also with rollout.
– Created the code for MultiDistral (both versions), as well as for the E-Step algorithm

(Soft Q-Learning adapted to MultiDistral’s shared policies).
– Wrote code to record gifs of episode simulations so as to better understand agent

behaviour, as well as value function and policy plots.
– Repository clean-up.
– Created visualizations included in this paper.
– Wrote this research paper.

• Max Jappert
– Wrote and presented part of the presentation.
– Implemented the environment and its visualisation.
– Debugged and fixed numerical issues occurring in the baseline algorithms.
– Created the plots of the baseline algorithm performance used in this report.
– Implemented Monte Carlo tree search as a sanity check for solving the environment in

a top-down coordinated approach.
– Assisted Samuel Oliveira in conceptualising the project and its execution.
– Wrote the README file and cleaned up the repository.
– Wrote part of the report.

• Vishrut Malik
– Attempted to implement MADDPG. Code doesn’t run.
– Pasted the output of the tree command of the repository file structure into the
README.md file.
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